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NEXT GENERATION SOFTWARE ECONOMICS 

MODERN PROJECT PROFILES 

Continuous Integration 

In the iterative development process, firstly, the overall architecture of the project is 

created and then all the integration steps are evaluated to identify and eliminate the 

design errors. This approach eliminates problems such as downstream integration, late 

patches and shoe-horned software fixes by implementing sequential or continuous 

integration rather than implementing large-scale integration during the project 

completion. 
 

 
 

▪ Moreover, it produces feasible and a manageable design by delaying the ‘design 

breakage’ to the engineering phase, where they can be efficiently resolved. This 

can be one by making use of project demonstrations which forces integration into 

the design phase. 

▪ With the help of this continuous integration incorporated in the iterative 

development process, the quality tradeoffs are better understood and the system 

features such as system performance, fault tolerance and maintainability are 

clearly visible even before the completion of the project. 

▪ In the modern project profile, the distribution of cost among various workflows or 

project is completely different from that of traditional project profile as shown 

below: 
 
 



 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

As shown in the table, the modern projects spend only 25% of their budget for 

integration and Assessment activities whereas; traditional projects spend almost 40% of 

their total budget for these activities. This is because, the traditional project involve 

inefficient large-scale integration and late identification of design issues. 

Early Risk Resolution 
 

Software Engineering 
Workflows 

Conventional 
Process 
Expenditures 

Modern 
process 
Expe 

Management 5% 10% 

Environment 5% 10% 

Requirements 5% 10% 

Design 10% 15% 

Implementation 30% 25% 

Assessment 40% 25% 

Deployment 5% 5% 

Total 100% 100% 



▪ In the project development lifecycle, the engineering phase concentrates on 

identification and elimination of the risks associated with the resource 

commitments just before the production stage. The traditional projects involve, 

the solving of the simpler steps first and then goes to the complicated steps, as a 

result the progress will be visibly good, whereas, the modern projects focuses on 

20% of the significant requirements, use cases, components and risk and hence they 

occasionally have simpler steps. 

▪ To obtain a useful perspective of risk management, the project life cycle has to be 

applied on the principles of software management. The following are the 80:20 

principles. 

▪ The 80% of Engineering is utilized by 20% of the requirements. 

▪ Before selecting any of the resources, try to completely understand all the 

requirement because irrelevant resource selection (i.e., resources selected 

based on prediction) may yield severe problems. 

▪ 80% of the software cost is utilized by 20% of the components 

▪ Firstly, the cost-critical components must be elaborated which forces the project to 

focus more on controlling the cost. 

▪ 80% of the bugs occur because of 20% of the components 

▪ Firstly, the reliability-critical components must be elaborated which give sufficient 

time for assessment activities like integration and testing, in order to achieve the 

desired level of maturity. 

▪ 80% of the software scrap and rework is due to 20% if the changes. 

▪ The change-critical components r elaborated first so that the changes that have 

more impact occur when the project is matured. 

▪ 80% of the resource consumption is due to 20% of the components. 

▪ Performance critical components are elaborated first so that, the trade-offs with 

reliability; changeability and cost-consumption can be solved as early as 

possible. 

▪ 80% of the project progress is carried-out by 20% of the people 

▪ It is important that planning and designing team should consist of best 

processionals because the entire success of the project depends upon a good 

plan and architecture. 



▪ The following figure shows the risk management profile of a modern project. 



 
 

 Evolutionary requirements 
 

▪ The traditional methods divide the system requirements into subsystem 

requirements which in turn gets divided into component requirements. These 

component requirements are further divided into unit requirements. The reason 

for this systematic division is to simplify the traceability of the requirements. 

▪ In the project life cycle the requirements and design are given the first and the 

second preference respectively. The third preference is given to the traceability 

between the requirement and the design components these preferences are 

given in order to make the design structure evolve into an organization so it 

parallels the structure of the requirements organization. 

▪ Modern architecture finds it difficult to trace the requirements because of the 

following reasons. 
 

▪ Usage of Commercial components 

▪ Usage of legacy components 



▪ Usage of distributed resources 

▪ Usage of object oriented methods. 

▪ Moreover, the complex relationships such as one-one, many-one, one-many, 

conditional, time-based and state based exists the requirements statement and 

the design elements. 
 

As shown in the above figure, the top category system requirements are kept as 

the vision whereas, those with the lower category are evaluated. The motive 

behind theses artifacts is to gain fidelity with respect to the progress in the project 

lifecycle. This serves as a significant different from the traditional approach 

because, in traditional approach the fidelity is predicted early in the project life 

cycle. 



 
 

8.1.4 Teamwork among stakeholders 
 

▪ Most of the characteristics of the classic development process worsen the 

stakeholder relationship s which in turn makes the balancing of requirement 

product attributes and plans difficult. An iterative process which has a good 

relationship between the stakeholders mainly focuses on objective understanding 

by each and every individual stakeholder. This process needs highly skilled 

customers, users and monitors which have experience in both the application as 

well as software. Moreover, this process requires an organization whose focus is 

on producing a quality product and achieves customer satisfaction. 

▪ The table below shows the tangible results of major milestones in a modern process. 

▪ Obvious result ▪ Actual result 

▪ Demonstration at early 
stage reveals the design 
issued and uncertainty in a 
tangible form. 

Demonstration firstly reveals the significant assets 
 

and risks associated with complicated software 
systems such that they can be worked out at the 
time of setting the life-cycle goals. 

▪ Non-Complaint design Various perspectives like requirements use cases 
etc are observed in order to completely understand 
the compliance. 

▪ Issues of influential 
requirements are reveals 
but without traceability 

Both the requirement changes and the design 
trade-offs are Considerably balanced. 

▪ The design is considered to 
be “guilty until 

its innocency is proved. 

The engineering issues can be integrated into the 
succeeding iteration’s Plans. 

 



▪ From the above table, it can be observed that the progress of the project is not 

possible unless all the demonstration objectives are satisfied. This statement does 

not present the renegotiation of objectives, even when the demonstration results 

allow the further processing of tradeoffs present in the requirement, design, plans 

and technology. 

▪ Modern iterative process that rely on the results of the demonstration need al its 

stakeholders to be well-educated and with a g good analytical ability so as to 

distinguish between the obviously negative results and the real progress visible. 

For example, an early determined design error can be treated as a positive 

progress instead to a major issue. 

Principles of Software Management 
 

▪ Software management basically relies on the following principles, they are, 

1. Process must be based on architecture-first approach 
 

If the architecture is focused at the initial stage, then there will be a good 

foundation for almost 20% of the significant stuff that are responsible for the 

overall success of the project. This stuff include the requirements, components 

use cases, risks and errors. In other words, if the components that are being 

involved in the architecture are well known then the expenditure causes by scrap 

and rework will be comparatively less. 

2. Develop an iterative life-cycle process that identifies the risks at an early stage 
 

An iterative process supports a dynamic planning framework that facilitates the 

risk management predictable performance moreover, if the risks are resolved 

earlier, the predictability will be more and the scrap and rework expenses will be 

reduced. 

3. After the design methods in-order to highlight components-based development. 
 

The quantity of the human generated source code and the customized 

development can be reduced by concentrating on individual components rather 

than individual lines- of-code. The complexity of software is directly proportional 

to the number of artifacts it contains that is, if the solution is smaller then the 

complexity associated with its management is less. 

4. Create a change management Environment 
 

Highly-controlled baselines are needed to compensate the changes caused by 

various teams that concurrently work on the shared artifacts. 



5. Improve change freedom with the help of automated tools that support 

round-trip engineering. 

The roundtrip-engineering is an environment that enables the automation and 

synchronization of engineering information into various formats. The engineering 

information usually consists requirement specification, source code, design 

models test cases and executable code. The automation of this information 

allows the teams to focus more on engineering rather than dealing with over head 

involved. 

Design artifacts must be captured in model based notation. 
 

The design artifacts that are modeled using a model based notation like UML, 

are rich in graphics and texture. These modeled artifacts facilitate the following 

tasks. 

▪ Complexity control 

▪ Objective fulfillment 

▪ Performing automated analysis 

7. Process must be implemented or obtaining objective quality control and 

estimation of progress. 

The progress in the lifecycle as well as the quality of intermediately products 

must be estimated and incorporated into the process. This can be done with the 

help of well defined estimation mechanism that are directly derived from the 

emerging artifacts. These mechanisms provide detailed information about trends 

and correlation with requirements. 

8. Implement a Demonstration-based Approach for Estimation of 

intermediately Artifacts 

This approach involves giving demonstration on different scenarios. It 

facilitates earl integration and better understanding of design trade-offs. 

Moreover, it eliminates architectural defects earlier in the lifecycle. The 

intermediately results of this approach are definitive. 

The Points Increments and generations must be made based on the evolving 

levels of detail 



Here, the ‘levels of detail’ refers to the level of understanding requirements 

and architecture. The requirements, iteration content, implementations and 

acceptance testing can be organized using cohesive usage scenarios. 

10. Develop a configuration process that should be economically scalable 
 

The process framework applied must be suitable for variety of applications. 

The process must make use of processing spirit, automation, architectural 

patterns and components such that it is economical and yield investment 

benefits. 

Best Practices Associated with software Management 
 

▪ According to airline software council, there are about nine best practices 

associated with software management. Theses practices are implemented in 

order to reduce the complexity of the larger projects and to improve software 

management discipline. 

▪ The following are the best practices of software management: 

1. Formal Risk Management: Earlier risk management can be done by making 

use of iterative life cycle process that identifies the risks at early stage. 

2. Interface Settlement: The interface settlement is one of the important aspects 

of architecture first approach because; obtaining architecture involves the 

selection of various internal and external interfaces that are incorporated into the 

architecture. 

3. Formal Inspections: There are various defect removal strategies available. 

Formal inspection is one of those strategies. However this is the least important 

strategy because the cost associated with human recourses is more and is defect 

detection rate for the critical architecture defects is less. 

4. Management and scheduling based on metrics: This principle is related to the 

model based approach and objective quality control principles. It states to use 

common notations fro the artifacts so that quality and progress can be easily 

measured. 

5. Binary quality Gates at the inch-pebble level: The concept behind this practice 

is quite confusing. Most of the organizations have misunderstood the concept 

and have developed an expensive and a detailed plan during the initial phase of 

the lifecycle, but later found the necessity to change most of their detailed plan 

due to the small changes in requirements or architectural. This principle states 



that first start planning with an understanding of requirements and the 

architecture. Milestones must be established during engineering stage and inch-

pebble must be followed in the production stage. 

6. Plan versus visibility of progress throughout the progress: This practice involves 

a direct communication between different team members of a project so that, 

they can discuss the significant issues related to the project as well as notice the 

progress of the project in-comparison to their estimated progress 

7. Identifying defects associated with the desired quality: This practice is similar 

to the architecture-first approach and objective quality control principles of 

software management. It involves elimination of architectural defects early in the 

life-cycle, thereby maintaining the architectural quality so as to successfully 

complete the project. 

8. Configuration management: According to Airline software council, 

configuration management serves as a crucial element for controlling the 

complexity of the artifacts and for tracing the changes that occur in the artifacts. 

This practice is similar to the change management principle of software 

management and prefers automation of components so as to reduce the 

probability of errors that occur in the large-scale projects. 

9. Disclose management accountability: The entire managerial process is 

disclosed to al the people dealing with the project. 

NEXT GENERATION SOFTWARE ECONOMICS 

Next generation software cost models 
 

▪ In comparison to the current generation software cost modes, the next 

generation software cost models should perform the architecture engineering and 

application production separately. The cost associated with designing, building, 

testing and maintaining the architecture is defined in terms of scale, quality, 

process, technology and the team employed. 

▪ After obtaining the stable architecture, the cost of the production is an 

exponential function of size, quality and complexity involved. 

▪ The architecture stage cost model should reflect certain diseconomy of scale 

(exponent less than 1.0) because it is based on research and development-

oriented concerns. Whereas the production stage cost model should reflect 

economy of scale (exponent less than 1.0) for production of commodities. 

▪ The next generation software cost models should be designed in a way that, they 



can assess larger architectures with economy of scale. Thus, the process 

exponent will be less than 1.0 at the time of production because large systems have 

more automated proves components and architectures which are easily reusable. 

▪ The next generation cost model developed on the basis of architecture-first 

approach is shown below. 

▪ At architectural engineering Stage 

▪ A Plan with less fidelity and risk resolution 

▪ It is technology or schedule-based 

▪ It has contracts with risk sharing 

▪ Team size is small but with experienced professionals. 

▪ The architecture team, consists of small number of software engineers 

▪ The application team consists of small number of domain engineers. 

▪ The output will be an executable architecture, production and requirements 

▪ The focus of the architectural engineering will be on design and integration of 

entities as well as host development environment. 

▪ It contains two phases they are inspection and elaboration. 
 
 

 

• At Application production stage 

• A plan with high fidelity and lower risk 



 

• It is cost-based 
 

• It has fixed-priced contracts 
 

• Team size is large and diverse as needed. 
 

• Architecture team consists of a small number of software engineers. 
 

• The Application team may have nay number of domain engineers. 
 

• The output will be a function which is deliverable and 

useful, tested baseline and warranted quality. 

• The focus of the application production will be on 

implementing testing and maintaining target technology. 

It contains two phases they are construction and transition. 
 

 

Total Effort = Func(TechnologyArch, ScaleArch, Quality Arch, Process Arch) 

+ Func(TechnologyApp, ScaleApp, Quality App, Process App) 

Total Time = Func(ProcessArch, EffortArch) + Func(ProcessApp, EffortApp,) 
 

▪ The next generation infrastructure and environment automated various 

management activities with low effort. It relieves many of the sources of 

diseconomy of scale by reusing the common processes that are repetitive in a 

particular project. It also reuses the common outcomes of the project. The prior 

experience and matured processes utilized 



in these types of models eliminate the scrap rework sources. Here, the economics 

of scale will be affected. 

▪ The architecture and applications of next generation cost models have difference 

scales and sized which represents the solution space. The size can be computed 

inters of SLOC or megabytes of executable code while the scale can be 

computed in 0-terms of components, classes, processes or nodes. The 

requirement or use cases of solution space are different from that of a problem 

space. Moreover, there can be more than one solution to a problem. Where cost 

serves as a key discriminator. The cost estimates must be determined to find an 

optimal solution. If an optional solution is not found then different solution s need 

to be selected or to change the problem statement. 

▪ A strict notation must be applied for design artifacts so, that the prediction of a 

design scale can be improved. The Next-generation software cost model should 

automate the process of measuring design scale directly from UML diagrams. 

There should be two major improvements. There are, 

▪ Separate architectural engineering stage from application production 

stage. This will yield greater accuracy and more precision of lifecycle 

estimate. 

▪ The use of rigorous design notations. This will enable the automation and 

standardization of scale measure so that they can be easily traced which 

helps to determine the total cost associated with production. 

▪ The next generation software process has two potential breakthroughs, they are, 

▪ Certain integrated tools would be available that automates the information 

transition between the requirements, design, implementation and 

deployment elements. These tools facilitate roundtrip engineering between 

various artifacts of engineering. 

▪ It will reduce the four sets of fundamental technical artifacts into three 

sets. This is achieved by automating the activities related to human-

generated source code so as to eliminate the need for a separate 

implementation set. 

‘An organizational manager should strive for making the transition to 

a modern process’. 

▪ The transition to a modern process should be made based on the following 

quotations laid by Boehm. 



1. Identifying and solving a software problem in the design phase is 

almost 100 times cost effective than solving the same problem after 

delivery. 

This quotation or metric serves as a base for most software processes. 

Modern processes, component-based development techniques and 

architectural frameworks mainly focus on enhancing this relationship. The 

architectural errors are solved by implementing an architecture-first 

approach. Modern process plays a crucial role in identification of risks 

2. Software Development schedules can be compressed to a 

Maximum of 25 percent 

If we want a reduction in the scheduled time, then we must increase 

the personnel resources which inturn increases the management 

overhead. The management overhead, concurrent activities scheduling, 

sequential activities conservation along some resource constraints will 

have the flexibility limit of about 25 percent. 

This metric must be acceptable by the engineering phase which 

consists of detailed system content if we have successfully completed the 

engineering then compression in the production stage will be automatically 

flexible. The concurrent development must be possible irrespective of 

whether a business organization implements the engineering phase over 

multiple projects or whether a project implements the engineering phase 

over multiple incremental stages. 

3. The maintenance cost will be almost double the development cost 
 

Most o the experts in the software industry find it difficult to maintain the 

software than development. The ratio between development and 

maintenance can be measured by computing productivity cost. One of the 

interesting fact of iterative development is that the dividing line between 

the development and maintenance is vanishing. Moreover, a good iterative 

process and architecture will cause the reduction in the scrap and rework 

levels so this ratio (i.e.,) 2:1 can be reduced to 1:1. 

4. Both the software development cot and the maintenance cost 

are dependent on the number of lines in the source code. 

This metric was applicable to the conventional cost models which were 

lacking in-terms of commercial components, reusing techniques, 

automated code generators etc. The implementation of commercial 



components, reusing techniques and automated code generators will 

make this metric inappropriate. However, the development cost is still 

dependent on the commercial components, reuse technique and 

automatic code generators and their integration. 

The next-generation cost models should focus more on the number of 

components and their integration efforts rather than on the number of lines 

of code. 

5. Software productivity mainly relies on the type of people employed 
 

The personal skills, team work ability and the motivation of employees 

are the crucial factors responsible for the success and the failure of any 

project. The next- generation cost models failure should concentrate more 

on employing a highly skilled team of professionals at engineering stage. 

6. The ratio of software to hardware cost is increasing. 
 

As the computers are becoming more and more popular, the need for 

software and hardware applications is also increasing. The hardware 

components are becoming cheaper whereas, the software applications 

are becoming more complicated as a result, highly skilled professionals 

needed for development and controlling the software applications, the in 

turn increases the cost. In 1955 the software to hardware cost ratio was 

15:85 and in 1985 this ratio was 85:15. This ratio continuously increases 

with respect to the need for variety of software applications. Certain 

software applications have already been developed which provides 

automated configuration control and analysis of quality assurance. The 

next-generation cost models must focus on automation of production and 

testing. 

7. Only 15% of the overall software development is dedicated 

process to programming. 

The automation and reusability of codes have lead to the reduction in 

programming effort. Earlier in 1960s, the programming staff was producing 

about 200 machine instructions per month and in 1970s and 1980s, the 

machine instruction count has raised to about 1000 machine instructions. 

Now as days, programmers are able to produce several thousand 

instructions without even writing few hundreds of them. 

8. Software system and products cost three times the cost 

associated with individual software programs per SLOC software-



system products cost 9 times more than the cost of individual 

software program. 

In the software development, the cost of each instruction depends 

upon the complexity of the software. Modern processes and technologies 

must reduce this diseconomy of scale. The economy of the scale must be 

achievable under the customer specific software systems with a common 

architecture, common environment and common process. 

 
9. 60% of Errors are caught by walkthrough 

 

The walkthrough and other forms of human inspection catch only the 

surface and style issues. However, the critical issues are not caught by 

the walkthroughs so, this metric doesn’t prove to the reliable. 

10. Only 20% of the contributors are responsible for the 80% of the 

contributions. 

This metric is applicable to most of the engineering concepts such as 

80:20 principles of software project management. The next generation 

software process must facilitate the software organizations in achieving 

economic scale. 

 3. MODERN PROCESS TRANSITIONS 

                          Indications of a successful project transition to a modern culture 

Several indicators are available that can be observed in order to 

distinguish projects that have made a genuine cultural transition from 

projects that only pretends. The following are some rough indicators 

available. 

1. The lower-level managers and the middle level managers should 

participate in the project development 

Any organization which has an employee count less than or equal to 25 

does not need to have pure managers. The responsibility of the managers 

in this type organization will be similar to that of a project manager. Pure 

managers are needed when personal resources exceed 25. Firstly, these 

managers understand the status of the project them, develop the plans 

and estimate the results. The manager should participate in developing 

the plans. This transition affects the software project managers. 

2. Tangible design and requirements 
 

The traditional processes utilize tons of paper in order to generate the 



documents relevant to the desired project. Even the significant milestones 

of a project are expressed via documents. Thus, the traditional process 

spends most of their crucial time on document preparation instead of 

performing software development activities. 

An iterative process involves the construction of systems that describe 

the architecture, negotiates the significant requirements, identifies and 

resolves the risks etc. These milestones will be focused by all the 

stakeholders because they show progressive deliveries of important 

functionalities instead of documental descriptions about the project. 

Engineering teams will accept this transition of environment from to less 

document-driven while conventional monitors will refuse this transition. 

3. Assertive Demonstrations are prioritized 
 

The design errors are exposed by carrying-out demonstrations in the 

early stages of the life cycle. The stake holders should not over-react to 

these design errors because overemphasis of design errors will 

discourage the development organizations in producing the ambitious 

future iterating. This does not mean that stakeholders should bare all these 

errors. Infact, the stakeholders must follow all the significant steps needed 

for resolving these issues because these errors will sometimes lead to 

serious down-fall in the project. 

This transition will unmark all the engineering or process issues so, it is 

mostly refused by management team, and widely accepted by users, 

customers and the engineering team. 

4. The performance of the project can be determined earlier in the life cycle. 

The success and failure of any project depends on the planning and 

architectural phases of life cycle so, these phases must employ high-

skilled professionals. However, the remaining phases may work well an 

average team. 

5. Earlier increments will be adolescent 
 

The development organizations must ensure that customers and users 

should not expect to have good or reliable deliveries at the initial stages. 

This can be done by demonstration of flexible benefits in successive 

increments. The demonstration is similar to that of documentation but 

involves measuring of changes, fixes and upgrades based on the 

objectives so as to highlight the process quality and future environments. 



6. Artifacts tend to be insignificant at the early stages but proves to 

be the most significant in the later stages 

The details of the artifacts should not be considered unless a stable and 

a useful baseline is obtained. This transition is accepted by the 

development team while the conventional contract monitors refuse this 

transition. 

7. Identifying and Resolving of real issues is done in a systematic order 
 

The requirements and designs of any successful project arguments 

along with the continuous negotiations and trade-offs. The difference 

between real and apparent issued of a successful project can easily be 

determined. This transition may affect any team of stakeholders. 

8. Everyone should focus on quality assurance 
 

The software project manager should ensure that quality assurance is 

integrated in every aspect of project that is it should be integrated into 

every individuals role, every artifact, and every activity performed etc. 

There are some organizations which maintains a separate group of 

individuals know as quality assurance team, this team would perform 

inspections, meeting and checklist in order to measure quality assurance. 

However, this transition involves replacing of separate quality assurance 

team into an organizational teamwork with mature process, common 

objectives and common incentives. So, this transition is supported by 

engineering teams and avoided by quality assurance team and 

conventional managers. 

9. Performance issues crop up earlier in the projects life cycle 

Earlier performance issues are a mature design process but resembles 

as an immature design. This transition is accepted by development 

engineers because it enables the evaluation of performance tradeoffs in 

subsequent releases. 

10. Automation must be done with appropriate investments 
 

Automation is the key concept of iterative development projects and 

must be done with sufficient funds. Moreover, the stakeholders must 

select an environment that supports iterative development. This transition 

is mainly opposed by organizational managers. 

11. Good software organizations should have good profit margins. 



 

Most of the contractors for any software contracting firm focus only on 

obtaining their profit margins beyond the acceptable range of 5% and 

15%. They don’t look for the quality of finished product as a result, the 

customers will be affected. For the success of any software industry, the 

good quality and at a reasonable rate them, customer will not worry about 

the profit the contractor has made. The bad contractors especially in a 

government contracting firm will be against this transition. 

Characteristics  of  conventional and iterative software development Process 

▪ The characteristics of the conventional software process are listed below: 

1. It evolves in the sequential order (requirement design-code-test). 
 

2. It gives the same preference to all the artifacts, components, requirements etc. 
 

3. It completes all the artifacts of a stage before moving to the other stage in 

the project life cycle. 

4. It achieves traceability with high-fidelity for al the artifacts present at each 

life cycle stage. 

▪ The characteristics of the modern iterative development process framework are 

listed below: 

1. It continuously performs round-trip engineering of requirements, design, 

coding and testing at evolving levels of abstraction. 



2. It evolves the artifacts depending on the priorities of the risk management. 
 

3. It postpones the consistency analysis and completeness of the artifacts to 

the later stages in the life cycle. 

4. It achieves the significant drives (i.e. 20 percent) with high-fidelity during the 

initial stages of the life cycle. 

 

COCOMO MODEL 
The best known and most transparent cost model COCOMO (Constructive costmodel) was 

developed by Boehm, which was derived from the analysis of 63 software projects. Boehm 

proposed three levels of the model: basic, intermediate and detailed. COCOMO focuses mainly 

upon the intermediate mode. 

The COCOMO model is based on the relationships between: 

Equation 1:- Development effort is related to system size 

MM = a.KDSI.b 

Equation 2:- Effort and development time 

TDEV = c.MM.d 
where MM is the effort in man-months. 

KDSI is the number of thousand delivered source instructions. 

TDEV is the development time. 

The coefficients a, b, c and d are dependent upon the 'mode of development which Boehm 

classified into 3 distinct modes: 

1. Organic - Projects involve small teams working in familiar and stable environments. 
Eg: - Payroll systems. 

2. Semi - Detached - Mixture of experience within project teams. This lies in between 

organic and embedded modes. 

Eg: Interactive banking system. 

3. Embedded: - Projects that are developed under tight constraints, innovative, complex and 

have volatility of requirements. 

Eg: - nuclear reactor control systems. 

Development mode A B C D 

Organic 3.2 1.05 2.5 0.38 

Semi-detached 3.0 1.12 2.5 0.35 

Embedded 2.8 1.20 2.5 0.32 

In the intermediate mode it is possible to adjust the nominal effort obtained from the model by the 

influence of 15 cost drivers. These drivers deviate from the nominal figures, where particular 

project differ from the average project. For example, if the reliability of the software is very high, 

a factor rating of 1.4 can be assigned to that driver. Once all the factors for each driver have been 

chosen they are multiplied to arrive at an Effort Adjustment Factor (EAF). 

The actual steps in producing an estimate using the intermediate COCOMO model are: 

1. Identify the 'mode' of development for the new project. 

2. Estimate the size of the project in KDSI to derive a nominal effort prediction. 

3. Adjust the 15 cost drivers to reflect your project, producing an error adjustment factor. 

4. Calculate the predicted project effort using equation 1 and the effort adjustment factor. 



5. Calculate the project duration using equation 2. 

 
Drawbacks: 

1. It is hard to accurately estimate KDSI early on in the project, when most effort estimates are 

required. 

2. Extremely vulnerable to mis-classification of the development mode. 

3. Success depends largely on tuning the model to the needs of the organization, using historical 

data which is not always available. 

 
Advantages: 

1. COCOMO is transparent. It can be seen how it works. 

2. Drivers are particularly helpful to the operator to understand the impact of different factors 

that affect project costs. 

 
Next-Generation Cost Models 
The present software cost models are not well matched to an iterative software process focused on 

an architecture-first approach. They have to be structured to support the estimation of a modern 

software process. Future cost estimation models need to be based on better primitive units defined 

from well understood software engineering notations such as the Unified Modeling Language 

(UML). 

A next-generation software cost model should explicitly separate architectural engineering from 

application model. Next-generation software cost models should estimate large-scale architectures 

with economy of scale i.e., the process exponent during the production stage should be less than 

1.0. The next generation cost model for architecture - first development process can be summarized 

as follows: 

 

Effort = F (TArch, SArch, QArch, PArch) + F (TApp, SApp, QApp, PApp) 

Time = F (PArch, EffortArch) + F (PApp, Effort App) 
where: T = technology parameter (environment automation support) 

S = scale parameter (such as use cases, function points, source lines of code) 

Q = quality parameter (such as portability, reliability, performance) 



P = process parameter (such as maturity, domain experience) 

 

 
 

 

 

 

 

 

Phases Phases 



Inception and elaboration Construction ad transitionArchitecture and applications have different 

units of mass-scale and size. Scale ismeasured in terms of architecturally significant elements such 

as classes, components, processes and nodes. Size is measured in SLOC or megabyte of executable 

code. Next generation environments and infrastructures are moving to automate and standardize 

many of the management activities, thereby requiring a lower percentage of effort for overhead 

activities as scale increases. The two major improvements in next-generation cost estimation 

models are. 

1, Separation of the engineering stage from the production stage to differentiate between 

architectural scale and implementation size. 

2, Rigorous design notations such as UML to be more standardized. The automation of the 

construction process in next-generation environments is shown below. 
 

 

 

 

 

 
  

 

 

 

 

 

 

  

 

 


